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## ****1. Introduction****

A **Denial-of-Service (DoS) attack** is a malicious attempt to disrupt normal traffic by overwhelming a system with excessive requests or packets. In this project, we implemented a **DoS blocker** using **Python, Scapy, and iptables**. The system consists of two components:

1. **Attack Simulator (**attacksimulator.py**)** - Generates **malicious traffic** to test the DoS prevention mechanism.
2. **DoS Detection & Blocking Server (**server.py**)** - Monitors incoming traffic, detects high packet rates, and blocks attacking IPs using **iptables**.

The project was tested on a **Lobo VM** and integrated with **Git for version control**.

## ****2. Features/Characteristics****

### ✅ ****Attack Simulation****

* Sends **100 packets** over **5 seconds** to a target IP.
* Uses **Scapy** to craft **Ethernet, IP, and TCP** packets.
* Allows modification of the **target IP and packet count**.

### ✅ ****Real-Time Traffic Monitoring****

* Continuously **sniffs** network traffic.
* Tracks incoming **IP addresses** and **packet rates**.

### ✅ ****DoS Attack Detection****

* If an IP sends packets at a rate **higher than 40 packets per second**, it is flagged as an attacker.
* The threshold can be adjusted dynamically.

### ✅ ****Automated IP Blocking****

* Attacking IPs are **automatically blocked** using:

bash

CopyEdit

iptables -A INPUT -s <attacker\_ip> -j DROP

* Prevents further malicious requests from reaching the server.

### ✅ ****Logging and Reporting****

* Logs blocked IPs and their packet rates for analysis.

[Insert Screenshot: Running server.py detecting an attack]

## ****3. Methodology****

### ****3.1 Attack Simulator (****attacksimulator.py****)****

1. **Script sends packets to target IP** using Scapy:

python

CopyEdit

packet = Ether() / IP(dst=TARGET\_IP) / TCP()

1. **Loop continuously sends packets** for a set duration:

python

CopyEdit

while time.time() < end\_time and packet\_count < num\_packets:

sendp(packet, iface=interface)

1. Attack traffic floods the target.

[Insert Screenshot: Running attacksimulator.py]

### ****3.2 DoS Detection & Blocking Server (****server.py****)****

1. **Sniffs all network traffic** and tracks IPs:

python

CopyEdit

sniff(filter="ip", prn=packet\_callback)

1. **Calculates packet rates per second**:

python

CopyEdit

packet\_rate = count / time\_interval

1. **If the rate exceeds 40 packets/sec, block the IP**:

python

CopyEdit

os.system(f"iptables -A INPUT -s {ip} -j DROP")

1. **Logs blocked IPs** to prevent duplicate blocking.

[Insert Screenshot: Running server.py blocking an IP]

## ****4. Results****

### ✅ ****Successfully Detected Attacks****

* Simulated DoS attacks with attacksimulator.py were detected within **seconds**.
* The script accurately **tracked packet rates** for multiple IPs.

### ✅ ****Automatic Blocking Worked****

* iptables successfully blocked attacking IPs **in real-time**.
* Blocked IPs were prevented from further sending packets.

### ✅ ****Performance Observations****

* **Low false positives** - Only high-rate attackers were blocked.
* **Fast response** - Blocks IPs **within 1 second** of exceeding the threshold.

[Insert Screenshot: Output showing blocked IPs]

## ****5. Conclusion****

This project successfully demonstrated **real-time DoS attack detection and mitigation** using **Python and Scapy**. The system can:

* Detect high-traffic IPs in **real-time**.
* **Automatically block** attackers using iptables.
* Log attack details for further **security analysis**.

### ****Future Enhancements****

* Add **email alerts** when an IP is blocked.
* Implement **machine learning** to detect anomalies.
* Improve efficiency using **multithreading**.

This project highlights the importance of **active traffic monitoring** and **automated firewall rules** in securing a network from **Denial-of-Service attacks**.